**Семінар-практикум: «Методичні принципи підготовки школярів до олімпіад, конкурсів, турнірів. Практикум з розв’язування задач в Python»**

**e-olimp**

<https://www.e-olymp.com/uk/problems/2392>

**Цікава сума**

Задано тризначне натуральне число **n**. Визначити суму найбільшого та найменшого трицифрових чисел, які можуть бути утворені з числа **n** перестановкою цифр.

**Вхідні дані**

Натуральне число **n** (**100** ≤ **n** ≤ **999**).

**Вихідні дані**

Вивести суму найбільшого та найменшого трицифрового числа.

Ліміт часу **1** секунда

функцию sorted()

reverse=True

метод list.sort()

s=''.join(a)

Ліміт використання пам'яті **128** MiB

**Вхідні дані #1**

524

**Вихідні дані #1**

787

|  |  |  |  |
| --- | --- | --- | --- |
| n=input()  print(n)  a=list(n)  print(a)  a=sorted(a)  print(a)  x=''.join(a)  print(x)  a=sorted(a,reverse=True)  print(a)  y=''.join(a)  print(y)  print(int(x)+int(y)) | n=input()  a=sorted(n)  b=sorted(a,reverse=True)  x=''.join(a)  y=''.join(b)  print(int(x)+int(y)) | n=input()  a=sorted(n)  b=sorted(a,reverse=True)  x=''.join(a)  y=''.join(b)  if int(x)<10:  x=y  print(int(x)+int(y)) | n=input()  a=sorted(n)  b=sorted(a,reverse=True)  x=''.join(a)  y=''.join(b)  if int(x)<10:  x=y  elif int(x)<100:  a[0],a[1]=a[1],a[0]  x=''.join(a)  print(int(x)+int(y)) |
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I stage  
September 26, 2020**

**Задача H. Зменшити масив**Дано *n* цiлих чисел *a*1*; a*2*; : : : ; an*. Кожне число можна не бiльше одного разу зменшити на 1.  
Перевiрте, чи можна зробити масив неспадаючим, тобто *ai* ≤ *ai*+1 для кожного *i* (1 ≤ *i < n*).  
**Формат вхiдних даних**Перший рядок мiстить одне цiле число *n* (1 ≤ *n* ≤ 105) — кiлькiсть чисел.  
Другий рядок мiстить *n* цiлих чисел *a*1*; a*2*; : : : ; an* (1 ≤ *ai* ≤ 109).  
**Формат вихiдних даних**Виведiть «Yes», якщо це можливо, або «No», якщо нi.  
Кожну букву можна виводити у будь-якому регiстрi.  
**Приклади**

|  |  |
| --- | --- |
| standard input | standard output |
| 5 1 2 1 1 3 | Yes |
| 4 1 3 2 1 | No |
| 5 1 2 3 4 5 | Yes |
| 1 1000000000 | Yes |

|  |  |
| --- | --- |
| n=int(input())  a=list(map(int,input().split()))  d=1  f=True  for i in range(n-1):  print(i,a[i],a[i+1])  if a[i]<=a[i+1]:  if d>=1:  a[i]-=1  elif a[i]-a[i+1]==1 and d>=1:  a[i]-=1  else:  f=False  break  d=a[i+1]-a[i]  print(a)  if f:  print("Yes")  else:  print("No") |  |

**Київська мiська iнтернет-олiмпiада з iнформатики 2020 - I тур**

**Задача E: Перевiрка числа**У Козака Вуса є улюблена цифра — *d*.  
Йому подарували число *n*. Перевiрте, чи у цьому числi є цифра *d*.  
**Формат вхiдних даних**Перший рядок мiстить два цiлi числа *n* та *d* (0 ≤ *n ≤* 999, 0 ≤ *d ≤* 9).  
**Формат вихiдних даних**Виведiть “Yes”, якщо в *n* є цифра *d*, або “No” iнакше.  
Букви можна виводити у будь-якому регiстрi. Тобто, якщо вiдповiдь “Yes”, то можна вивести,  
наприклад, “YES”, або “yEs”.  
**Приклади**

|  |  |
| --- | --- |
| standard input | standard output |
| 394 4 | Yes |
| 111 3 | No |

|  |  |
| --- | --- |
| n,d=map(str,input().split())  if n.find(d)!=-1:  print("Yes")  else:  print("No") |  |

**Задача D: Паркування**Козак Вус приїхав у торговий центр. Перед тим, як пiти купити собi новi шаровари, йому потрiбно припаркуватися. У торговому центрi є три тарифи для оплати паркування:  
1. Можна за кожну хвилину перебування на стоянцi платити *a* гривень.  
2. Можна за *k* хвилин заплатити *b* гривень. Звернiть увагу, що не обов’язково використовувати  
всi *k* хвилин.  
3. Можна заплатити *c* гривень та перебувати на стоянцi стiльки, скiльки потрiбно.  
Козак знає, що вiн буде у торговому центрi рiвно *t* хвилин. Вус хоче вибрати такий тариф (чи  
кiлька тарифiв), щоб заплатити як можна менше. Допоможiть йому знайти мiнiмальну суму, яку  
йому потрiбно заплатити.  
**Формат вхiдних даних**Перший рядок мiстить одне цiле число *t* (1 ≤ *t ≤* 1 000) — кiлькiсть хвилин, протягом яких  
Козак Вус буде на стоянцi.  
Другий рядок мiстить одне цiле число *a* (1 ≤ *a ≤* 1 000) — цiна за одну хвилину.  
Третiй рядок мiстить два цiлi числа *k* та *b* (1 ≤ *k; b ≤* 1 000), якi означають, що за *k* хвилин  
можна заплатити *b* гривень.  
Четвертий рядок мiстить одне цiле число *c* (1 ≤ *c ≤* 1 000 000) — цiна за перебування на стоянцi  
протягом довiльного часу.  
**Формат вихiдних даних**Виведiть одне цiле число — вiдповiдь на задачу.  
**Приклад**

|  |  |
| --- | --- |
| standard input | standard output |
| 10 1 3 2 100 | 7 |
| 11 2 3 2 100 |  |

**Примiтка**Козак Вус може використати другий тариф тричi, заплативши ≤ гривень та отримавши 9 хвилин.  
Ще одну хвилину вiн може купити за допомогою першого тарифу за 1 гривню.

|  |  |
| --- | --- |
| t=int(input())  a=int(input())  k,b=map(int,input().split())  c=int(input())  v1=t\*a  v2=(t+k-1)//k\*b  v3=t//k\*b+t%k\*a  v4=c  print(min(v1,v2,v3,v4)) |  |

<https://www.e-olymp.com/uk/problems/7818>

# ПОЇЗДКИ на МЕТРО

Жетон для однієї поїздки на метро коштує **4** грн. Якщо планується більше поїздок, то врешті, можна придбати проїзний квиток, ціна якого на **10** поїздок становить **30** грн., на **50** – **125** грн.,а на **100** – **200** грн. Яку мінімальну суму потрібно витратити, щоб оплатити проїзд не менш, як **M** поїздок на метро?

#### Вхідні дані:

Натуральне число **M**. **1** ≤ **M** ≤ **1000**.

#### Вихідні дані:

Відповідь до задачі.

**Вхідні дані #1**content\_copy

25

**Вихідні дані #1**content\_copy

80

|  |  |
| --- | --- |
| m=int(input())  x200=((m+99)//100)\*200  x125=(m//100)\*200+((m%100+49)//50)\*125  x30=(m//100)\*200+(m%100//50)\*125+((m%50+9)//10)\*30  x4=(m//100)\*200+(m%100//50)\*125+(m%50//10)\*30+m%10\*4  print(min(x200,x125,x30,x4)) |  |

**<https://new.netoi.org.ua/>**

**Задача Detour.**  Поле в «клітинку» розмірами n\*m потрібно обійти по спіралі (так як це  показано на малюнку), відвідуючи кожну клітинку. Починати обхід слід з верхньої лівої клітинки. Скільки поворотів (зрозуміло направо на 90 градусів) слід виконати?

**Технічні умови.** Програма **Detour** читає з пристрою стандартного введення два числа через пропуск ***n*, *m* (1≤*n*, *m* ≤500000).** Програма виводить одне ціле число – кількість поворотів.

**Приклад**

|  |  |
| --- | --- |
| *Введення* | *Виведення* |
| 3 5 | 4 |

Пояснення

|  |  |  |  |
| --- | --- | --- | --- |
| n | m | R |  |
| висота | ширина |  |  |
| 1 | 1 | 0 | - |
| 1 | 100 | 0 | - |
| 100 | 1 | 1 | | |
| 2 | 2 | 2 | - |
| 2 | 100 | 2 | - |
| 100 | 2 | 3 | | |
| 3 | 3 | 4 | - |
| 3 | 100 | 4 | - |
| 100 | 3 | 5 | | |
| 4 | 4 | 6 | - |
| 4 | 100 | 6 | - |
| 100 | 4 | 7 | | |
| 5 | 5 | 8 | - |
| 5 | 100 | 8 | - |
| 100 | 5 | 9 | | |
| 6 | 6 | 10 | - |
| 6 | 100 | 10 | - |
| 100 | 6 | 11 | | |
| 7 | 7 | 12 | - |
| 7 | 100 | 12 | - |
| 100 | 7 | 13 | | |
| 8 | 8 | 14 | - |
| 8 | 100 | 14 | - |
| 100 | 8 | 15 | | |

|  |  |
| --- | --- |
| C++ | python |
| ##include <iostream>  #include "math.h"  using namespace std;  int main()  {  long long n,m,r;  cin>>n>>m;  r=(min(n,m)-1)\*2;  if (min(n,m)==m && m<n)r++;  cout << r << endl;  return 0;  } | import math  a,b=map(int,input().split())  r=(min(a,b)-1)\*2  if min(a,b)==b and b<a:  r+=1  print(r) |

![](data:image/png;base64,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)

<https://www.e-olymp.com/uk/problems/1619>

Пограбування будинків

Ви - професіонал своєї справи і плануєте пограбувати ряд будинків уздовж вулиці. У кожному будинку захована певна сума грошей. Єдине, що заважає Вам грабувати - так це те, що сусідні будинки пов'язані системою безпеки: буде переданий сигнал в поліцію, якщо два сусідні будинки будуть пограбовані в один і той же вечір.

Знаючи кількість грошей в кожному будинку, визначте максимальну суму, яку Ви зможете пограбувати сьогодні ввечері без попередження поліції.

**Вхідні дані**

Перший рядок містить кількість будинків **n** (\*\*1 ≤ n ≤ **106**\*\*). Другий рядок містить **n** цілих невід'ємних чисел **a1,a2**, ...,**an**, де **ai**- кількість грошей, яке може бути винесено з **i** - го будинку.

**Вихідні дані**

Виведіть максимальну суму, яку Ви зможете пограбувати сьогодні ввечері без надходження сигналу в поліцію.

Ліміт часу **3** секунда

Ліміт використання пам'яті **128** MiB

**Вхідні дані #1**

5

6 1 2 10 4

**Вихідні дані #1**

16

|  |  |
| --- | --- |
| n=int(input())  a=list(map(int,input().split()))  a.append(0)  a.append(0)  a[2]=a[2]+a[0]  for i in range(3,n):  a[i]=max(a[i - 2], a[i - 3]) + a[i]    print(max(a)) | **n**=int(**input**())  a=**list**(map(int,**input**().**split**()))  a.append(0)  a.append(0)  b=[0]\*(**n+2)**  b[0] = a[0];  b[1] = a[1];  b[2] = b[0] + a[2];  **for** i **in** **range**(3,**n**):  b[i] = max(b[i - 2], b[i - 3]) + a[i];  **print**(max(b[**n** - 1], b[**n** - 2])) |

[Папка з матеріалами](https://drive.google.com/drive/folders/1EuMyxJCDpdvtUpSXeYsdIhjJCD9rcRMx?usp=sharing)