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## Задача 1. «Повороти»

Діти заблукали в лісі. Вийшовши з деякої точки з координатами (x;y) вони зробивши N однакових поворотів через однакову кількість метрів повернулися в ту ж саму точку. Визначити кут на який вони відхилялись при кожному повороті.

|  |  |
| --- | --- |
| TURN.DAT | TURN.SOL |
| 0 0  1 | 180 |

Приклад файлу

*0 0 – координати початкової точки, 1 – кількість поворотів, 180 – кут в градусах на який вони повернули.*

**Розв’язок**

Сума кутів опуклого N-кутника =180\*(N-2).

Кут многокутника .

Кутом повороту в задачі є суміжний кут до кута многокутника

В задачі не враховується перший поворот тому кут рівний

**Програма**

|  |
| --- |
| C++ |
| #include "iostream"  #include "fstream"  using namespace std;  ifstream inp("turn.dat");  ofstream out("turn.sol");  int \_tmain(int argc, \_TCHAR\* argv[])  {int x,y,n,k;  inp>>x>>y>>n;  k=360/(n+1);  out<<k<<"\n";} |

## Задача 2. «Одиниці»

*Умова.* Дано ціле число *I* записане в десятковій системі числення*.*

*Завдання.* Написати програму ONE.\*, яка порахує кількість одиниць в його двійковому записі.

*Вхідні дані.* Вхідний текстовий файл ONE.DAT містить в єдиному число *I*.

*Вихідні дані.* Вихідний текстовий файл ONE.SOL містить єдине ціле число – кількість одиниць.

|  |  |
| --- | --- |
| ONE.DAT | ONE.SOL |
| 7 | 3 |

Приклади файлів

* **Розв’язок**
* Перевести десяткове число в двійкове поділом на 2 з остачею. При переведенні перевіряти остачу і рахувати кількість одиниць.
* **Програма**

|  |
| --- |
| * C++ |
| #include "iostream"  #include "fstream"  using namespace std;  ifstream inp("one.dat");  ofstream out("one.sol");  void main()  {  int n,k;  inp>>n;  k=0;  while (n>0)  {if (n%2==1)k++;  n=n/2;  }  out<<k<<"\n";  } |

## Завдання 3. Трикутне число

**Трикутне число** — це число кружечків, які можуть бути розставлені у формі рівностороннього трикутника:

*Т2=3 Т3=6*

Послідовність трикутних чисел *Tn* для *n* = 0, 1, 2, 3… починається так: 0, 1, 3, 6,…

Напишіть програму, яка знаходить ***N-е*** трикутне число.

***Формат вхідних даних:*** у єдиному рядку вхідного файлу ***triangle.in*** записане одне число ***N (0 ≤ N ≤109).***

***Формат вихідних даних:*** у перший рядок вихідного файлу ***triangle.out*** виведіть ***N-е*** трикутне число.

***Приклад вхідних та вихідних даних:***

|  |  |
| --- | --- |
| ***triangle.in*** | ***triangle.out*** |
| 1 | 1 |
| 5 | 15 |

**Розв’язок**

Обчислити суму чисел 1+2+3+…+N.

Спосіб 1. Суматор в циклі.

Спосіб 2. Формула суми арифметичної прогресії .

**Програма**

|  |
| --- |
| C++ |
| #include "iostream"  #include "fstream"  using namespace std;  ifstream inp("triangle.in");  ofstream out("triangle.out");  void main()  {  int n,s;  inp>>n;  s=0;  for(int i=1;i<=n;i++)s=s+i;  out<<s<<"\n";  } |

## Задача 4. «Нафтові плями»

*Умова.* Після аварії на морській нафтовій свердловині в океан вилилося багато нафти. Вона розтеклася по воді, після чого утворилася певна кількість нафтових плям. Для ліквідації наслідків аварії було створено штаб з координації дій. Співробітники штабу зберігають інформацію про плями в комп'ютері у вигляді матриці розмірністю *M* x*N*. Комірка матриці містить 0, якщо нафтова пляма в цих координатах відсутня та 1, якщо наявна (2*≤ M, N ≤ 100)*. У матриці комірки плям не можуть дотикатися одна до одної ні сторонами, ні кутами.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 1 | 0 | 1 | 0 | 0 |
| 0 | 0 | 1 | 1 | 0 |
| 1 | 0 | 0 | 0 | 0 |
| 1 | 0 | 0 | 0 | 1 |
| 1 | 0 | 1 | 0 | 1 |

*Завдання.* Для полегшення ліквідації наслідків аварії потрібно написати програму OIL.\*, яка знаходитиме загальну кількість плям та кількість плям з однаковою площею.

*Вхідні дані.* Вхідний текстовий файл OIL.DAT містить в першому рядку два числа *M* та*N,* далі слідують *M* рядків, у кожному по *N* цілих чисел розділених пропусками – елементи матриці.

*Вихідні дані.* Вихідний текстовий файл OIL.SOL містить у першому рядку ціле число *k -* загальну кількість плям, далі у кожному з рядів міститься по два числа, перше – площа плями, друге – їх кількість. Дані посортувати по площах в порядку зростання.

Приклади файлів

|  |  |
| --- | --- |
| OIL.DAT | OIL.SOL |
| 5 5  1 0 1 0 0  0 0 1 1 0  1 0 0 0 0  1 0 0 0 1  1 0 1 0 1 | 5  1 2  2 1  3 2 |

**Розв’язок**

Скористуватися рекурсивним методом зафарбовування в інший колір (наприклад 2) всі сусідні точки до i,j які рівні 1

|  |  |  |
| --- | --- | --- |
|  | **Ai-1,j** |  |
| **Ai,j-1** | **Ai,j** | **Ai,j+1** |
|  | **Ai+1,j** |  |

Рахувати кількість і заповнювати допоміжний масив, де порядковий номер відповідає за розмір плями.

**Програма**

|  |
| --- |
| C++ |
| #include "iostream"  #include "fstream"  using namespace std;  ifstream inp("oil.dat");  ofstream out("oil.sol");  int a[102][102];  int b[101];  int k,s;  void pr(int x,int y)  {  a[x][y]=2; s++;  if (a[x-1][y]==1)pr(x-1,y);  if (a[x+1][y]==1)pr(x+1,y);  if (a[x][y-1]==1)pr(x,y-1);  if (a[x][y+1]==1)pr(x,y+1);  }  void main()  {  int i,j,n,m;  inp>>n>>m;  for(i=0;i<=n+1;i++)  for(j=0;j<=m+1;j++) a[i][j]=0;  for(i=0;i<=n+1;i++)b[i]=0;  for(i=1;i<=n;i++)  for(j=1;j<=m;j++) inp>>a[i][j];  k=0; s=0;  for(i=1;i<=n;i++)  for(j=1;j<=m;j++)  if (a[i][j]==1){b[s]++;k++;s=0;pr(i,j);}  out<<k<<endl;  for(i=1;i<=n;i++)  if (b[i]!=0) out<<i<<" "<<b[i]<<endl;  } |

## Задача 5. «Прямокутники»

**Ім’я файлу програми: RECTANGLE.\***

**Ім’я вхідного файлу: RECTANGLE.DAT**

**Ім’я вихідного файлу: RECTANGLE.SOL**

**Максимальний час роботи на одному тесті: 1с**

Шоколадну плитку спочатку розламали N разів, потім кожну утворену частину розділили M разів. Визначити загальну кількість утворених прямокутників.

*Вхідні дані.* Вхідний текстовий файл містить єдиний рядок з двох чисел розділених пропуском (0<=N,M<=2147483647).

*Вихідні дані.* Вихідний текстовий файл містить єдине ціле число – кількість прямокутників.

|  |  |
| --- | --- |
| RECTANGLE.DAT | RECTANGLE.SOL |
| 1 1 | 4 |

Приклад файлів

|  |
| --- |
| **C++** |
| #include "fstream"  using namespace std;  ifstream inp("rectangle.dat");  ofstream out("rectangle.sol");  int main()  {  \_\_int64 r,n,m;  inp>>n>>m;  r=(n+1)\*(m+1);  out<<r<<endl;  } |

## Задача 6. «Квадрат»

**Ім’я файлу програми: square.\***

**Ім’я вхідного файлу: square.DAT**

**Ім’я вихідного файлу: square.SOL**

**Максимальний час роботи на одному тесті: 1с**

Дано цілі числа N та M, які задають розмір шоколадної плитки. Визначити найменшу кількість частинок квадратної форми на яку можна поділити плитку.

*Вхідні дані.* Вхідний текстовий файл містить єдиний рядок з двох чисел розділених пропуском (0<N,M<=264).

*Вихідні дані.* Вихідний текстовий файл містить єдине ціле число – кількість квадратів.

Приклад файлів

|  |  |
| --- | --- |
| SQUARE.DAT | SQUARE.SOL |
| 2 4 | 2 |

**Програма**

|  |
| --- |
| **C++** |
| #include "fstream"  using namespace std;  ifstream inp("SQUARE.dat");  ofstream out("SQUARE.sol");  int main()  {  \_\_int64 rez,n,m;  inp>>n>>m;  rez=0;  while (n>0 && m>0){  if( n>m) {rez=rez+n/m;n=n%m;}  else {rez=rez+m/n;m=m%n;}  }  out<<rez<<endl;  } |

## Завдання 7. «Ламана»

**Ім’я файлу програми: LAMAN.\***

**Ім’я вхідного файлу: LAMAN.DAT**

**Ім’я вихідного файлу: LAMAN.SOL**

**Максимальний час роботи на одному тесті: 5с**

Шоколадна плитка являє собою сітку з горизонтальних та вертикальних ліній, точки якої в декартовій системі координат на площині позначено точками з цілими координати. Потрібно поділити шоколадну плитку наступним чином:

* починати з лівого нижнього кута, який знаходиться в початку координат;
* можна пересуватися вздовж цих прямих;
* при проходженні через точку завжди змінювати напрям швидкості на перпендикулярний.

Знайти мінімальну довжину шляху до верхньої правої точки.

Технічні умови. Програма Laman читає з файлу розміри шоколадної плитки (цілі числа, не більші 10^100000). Числа розділено пропуском. Програма виводить на екран єдине число - шукану величину.

**Приклади файлів**

|  |  |
| --- | --- |
| LAMAN.DAT | LAMAN.SOL |
| 2 3 | 5 |

|  |
| --- |
| **C++** |
| #include "fstream"  #include "iostream"  #include "vector"  using namespace std;  ifstream inp("laman.dat");  ofstream out("laman.sol");  int main()  {  \_\_int64 rez,n,m;  int a[10000],b[10000],c[10000],os,max,i,j;  char s[10000];  inp>>s;  a[0]=strlen(s);  for (i=1;i<=a[0];i++) {a[a[0]-(i-1)]=s[i-1]-48;}  //for (i=1;i<=a[0];i++)cout<<a[i];cout<<endl;  inp>>s;  b[0]=strlen(s);  for (i=1;i<=b[0];i++) {b[b[0]-(i-1)]=s[i-1]-48;}  //for (i=1;i<=b[0];i++)cout<<b[i];cout<<endl;  if (a[0]>b[0]) max=1;  if (b[0]>a[0]) max=2;  if (a[0]==b[0])  {  i=a[0];  while (a[i]==b[i]) i=i-1;  if (a[i]>b[i]) max=1;  if (b[i]>a[i]) max=2;  }  //mult  if (max==1) {  os=0;  c[0]=a[0];  for (i=1;i<=c[0];i++)  {  c[i]=(a[i]\*2+os)%10;  os=(a[i]\*2+os)/10;  }  if(os>0){c[0]=c[0]+1;c[c[0]]=os;}  }  //  if (max==2){  os=0;  c[0]=b[0];  for(i=1;i<=c[0];i++)  {c[i]=(b[i]\*2+os)%10;  os=(b[i]\*2+os)/10;}  if (os>0){c[0]=c[0]+1;c[c[0]]=os;}  }  if (a[1]%2==0&&b[1]%2==1 || a[1]%2==1 && b[1]%2==0)  {  if (c[1]>0)c[1]=c[1]-1;  else {i=1;while (c[i]==0){c[i]=9;i++;}  c[i]=c[i]-1;  while (c[c[0]]==0)c[0]--;  }  }  for (i=c[0];i>=1;i--)out<<c[i];  out<<endl;  } |

## Задача 8. «Білі плями»

**Ім’я файлу програми: WHITE.\***

**Ім’я вхідного файлу: WHITE.DAT**

**Ім’я вихідного файлу: WHITE.SOL**

**Максимальний час роботи на одному тесті: 1с**

Кондитерська фабрика випустила чорно-білий шоколад. Програмістам доручили порахувати вміст білого шоколаду. Співробітники фабрики зберігають інформацію про шоколадну плитку в комп'ютері у вигляді матриці розмірністю *M* x*N*. Комірка матриці містить 0, якщо шоколад чорний та 1, якщо білий (2*≤ M, N ≤ 100)*. У матриці комірки входження білого шоколаду не можуть дотикатися одна до одної ні сторонами, ні кутами.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 1 | 0 | 1 | **0** | **0** |
|  | 0 | 1 | **1** | **0** |
| 1 | 0 | 0 | **0** | **0** |
| 1 | 0 | 0 | **0** | **1** |
| 1 | 0 | 1 | 0 | 1 |

*Завдання.* Написати програму, яка знаходитиме загальну кількість плям білого шоколаду та кількість плям з однаковою площею.

*Вхідні дані.* Вхідний текстовий файл WHITE.DAT містить в першому рядку два числа *M* та*N,* далі слідують *M* рядків, у кожному по *N* цілих чисел розділених пропусками – елементи матриці.

*Вихідні дані.* Вихідний текстовий файл WHITE.SOL містить у першому рядку ціле число *k -* загальну кількість білих плям, далі у кожному з рядів міститься по два числа, перше – площа плями білого шоколаду, друге – їх кількість. Дані посортувати по площах в порядку зростання.

Приклади файлів

|  |  |
| --- | --- |
| WHITE.DAT | WHITE.SOL |
| 5 5  1 0 1 0 0  0 0 1 1 0  1 0 0 0 0  1 0 0 0 1  1 0 1 0 1 | 5  1 2  2 1  3 2 |

**Програма**

|  |
| --- |
| C++ |
| #include "iostream"  #include "fstream"  using namespace std;  ifstream inp("white.dat");  ofstream out("white.sol");  int a[102][102];  int b[101];  int k,s;  void pr(int x,int y)  {  a[x][y]=2; s++;  if (a[x-1][y]==1)pr(x-1,y);  if (a[x+1][y]==1)pr(x+1,y);  if (a[x][y-1]==1)pr(x,y-1);  if (a[x][y+1]==1)pr(x,y+1);  }  void main()  {  int i,j,n,m;  inp>>n>>m;  for(i=0;i<=n+1;i++)  for(j=0;j<=m+1;j++) a[i][j]=0;  for(i=0;i<=n+1;i++)b[i]=0;  for(i=1;i<=n;i++)  for(j=1;j<=m;j++) inp>>a[i][j];  k=0; s=0;  for(i=1;i<=n;i++)  for(j=1;j<=m;j++)  if (a[i][j]==1){b[s]++;k++;s=0;pr(i,j);}  out<<k<<endl;  for(i=1;i<=n;i++)  if (b[i]!=0) out<<i<<" "<<b[i]<<endl;  } |

## Задача 9. Цегляна стіна

**Ім’я вхідного файлу: BRICK.DAT**

**Ім’я вихідного файлу: BRICK.SOL**

**Максимальний час роботи на одному тесті: 1с**

Щоб розділити царство царя Гороха необхідно побудувати цегляну стіну висотою 2 і завдовжки n (висота цеглини дорівнює 2, ширина – 1).

Ваше завдання - написати програму, яка визначає, скільки шаблонів, можливо отримати для стіни завдовжки n.

![p900.gif](data:image/png;base64,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)

Вхідний файл містить одне ціле число N (1≤N≤32767).

Ваша програма повинна вивести в вихідний файл рядок, що містить одне ціле число, рівне кількості шаблонів, які можна отримати для стіни завдовжки n.

**Приклад**

|  |  |
| --- | --- |
| BRICK.DAT | BRICK.SOL |
| 1 | 1 |
| 2 | 2 |
| 3 | 3 |

**Програма**

|  |
| --- |
| **С++** |
| #include "iostream"  #include "fstream"  using namespace std;  void \_tmain()  {  ifstream inp;inp.open ("brick.dat");  ofstream out;out.open("brick.sol");  int i,n,j,os;  int a[10000],b[10000],c[10000];  inp>>n;  for(i=0;i<=9999;i++){a[i]=0;b[i]=0;c[i]=0;}  a[0]=1;a[1]=1;  b[0]=1;b[1]=2;  for (j=3;j<=n;j++)  {  if (a[0]>b[0]) c[0]=a[0]; else c[0]=b[0];  os=0;  for(i=1;i<=c[0];i++)  {  c[i]=(a[i]+b[i]+os)%10;  os=(a[i]+b[i]+os)/10;  }  if (os>0){c[0]=c[0]+1;c[c[0]]=os;}  for (i=0;i<=b[0];i++)a[i]=b[i];  for (i=0;i<=c[0];i++)b[i]=c[i];  }  for (i=c[0];i>=1;i--)  out<<c[i];  out<<"\n";  inp.close();  out.close();  } |

## Задача 10. Порядок

**Максимальна оцінка: 20 балів**

**Обмеження на час: 5 сек.**

**Обмеження на пам’ять: 32 MБ**

**Вхідний файл: order.dat**

**Вихідний файл: order.sol**

**Програма: order.\***

Нехай *n* — довільне натуральне число, а послідовність *i*1, *i*2, ... , *in* містить усі натуральні числа від 1 до *n* включно. Порушенням порядку у такій послідовності називають систему таких двох нерівностей, що справджуються: *j* < *k* та *ij* > *ik*. Якщо послідовність зростає, то кількість порушень порядку дорівнює 0. Якщо послідовність спадає, то така кількість дорівнює *n*(*n* – 1)/2. В усіх інших випадках ця кількість розташована між вказаними величинами.

**Завдання**

Встановіть парність кількості порушень порядку послідовності.

**Вхідні дані**

У першому рядку вхідного файлу вказано кількість послідовностей *m*. Кожний з наступних *m* рядків містить натуральне число *n* і послідовність різних натуральних чисел від 1 до *n* включно: *i*1, *i*2, ... , *in* при 2 ≤ *т* ≤ 100, 2 ≤ *n* ≤ 1 048 576.У 50 % тестів *n* ≤ 4096.

**Вихідні дані**

Єдиний рядок вихідного файлу має містити число в шістнадцятковій системі числення, яке відповідає двійковому числу яке утворене з *m* символів — нулів або одиниць — без пропусків: *k*-й символ рядка — це залишок від ділення на 2 кількості порушень порядку *k*-ї послідовності, заданої (*k* + 1)-м рядком вхідного файлу.

**Приклад**

|  |  |
| --- | --- |
| **order.dat** | **orderd.sol** |
| 5  3 1 2 3  3 2 3 1  3 1 3 2  4 2 3 4 1  4 3 4 1 2 | 6 |

***Пояснення (00110 )2=(6)16***

**Програма**

|  |
| --- |
| **С++** |
| #include "iostream"  #include "fstream"  using namespace std;  ifstream inp ("order.dat");  ofstream out ("order.sol");  int \_tmain()  {    int a[104857],b[110];  char c[110];  int j,n,k,m,l,x,i;  k=0;l=4;  for(i=0;i<=110;i++)b[i]=0;  inp>>m;  for (x=1;x<=m;x++)  {  inp>>n;  for(i=1;i<=n;i++)inp>>a[i];  //for(i=1;i<=n;i++)cout<<a[i]<<" ";cout<<"\n";  k=0;  for (j=1;j<=n-1;j++)  for(i=j+1;i<=n;i++)if(a[j]>a[i])k++;  l++;  b[l]=k%2;  }  //for(i=1;i<=l;i++)cout<<b[i];  //перевести двійкове число в 16  i=l;x=0;  while (i>4)  {k=b[i]+b[i-1]\*10+b[i-2]\*100+b[i-3]\*1000;  x++;  if (k==0) c[x]='0';  if (k==1) c[x]='1';  if (k==10) c[x]='2';  if (k==11) c[x]='3';  if (k==100) c[x]='4';  if (k==101) c[x]='5';  if (k==110) c[x]='6';  if (k==111) c[x]='7';  if (k==1000) c[x]='8';  if (k==1001) c[x]='9';  if (k==1010) c[x]='A';  if (k==1011) c[x]='B';  if (k==1100) c[x]='C';  if (k==1101) c[x]='D';  if (k==1110) c[x]='E';  if (k==1111) c[x]='F';  i=i-4;  }  // відкинути 0 на початку  i=x;  while(c[i]=='0')i--;  for (j=i;j>=1;j--)  out<<c[j];  out<<"\n";  } |

## Задача 11. Код Грея

**Максимальна оцінка: 100 балів**

**Обмеження на час: 1 сек.**

**Обмеження на пам’ять: 32 MБ**

**Вхідний файл: grey.dat**

**Вихідний файл: grey.sol**

**Програма: grey.\***

Кодом Грея називають непозиційну систему запису цілих натуральних чисел за допомогою двох символів 0 та 1 таким чином. Нуль кодують послідов­ністю нулів. При зростанні цілого числа:

* наймолодший 1-й розряд у послідовності символів змінюють у такій послі­дов­ності: 0, 1, після чого у наступний 2-й розряд записують 1, а наймолодший розряд змінюють уже у протилежному порядку;
* два наймолодші розряди змінюють у такому порядку: 00, 01, 11, 10, після чого у 3-й розряд записують 1, а два наймолодші розряди змінюють уже у протилежному порядку: 10, 11, 01, 00 ... ;
* *k* наймолодших розрядів змінюють у порядку, визначеному попередніми кро­ка­ми, після чого у наступний (*k* + 1)-й розряд записують 1, а молодші розряди змінюють уже у протилежному порядку.

Коди Грея довжини 4 чисел від 0 до 15 включно такі (записано у порядку зростання числа): 0000, 0001, 0011, 0010, 0110, 0111, 0101, 0100, 1100, 1101, 1111, 1110, 1010, 1011, 1001, 1000.

Коди Грея двох послідовних натуральних чисел відрізняються лише в одно­му розряді. Це використовують для збільшення надійності роботи системи оптич­них фотодіодів при встановленні кута повороту дисків — носіїв інформації.

**Завдання**

Визначте код Грея натурального числа.

**Вхідні дані**

Вхідний файл містить лише десятковий запис натурального числа *n* при *n <* 1018.

**Вихідні дані**

Вихідний файл має містити код Грея числа *n* мінімальної довжини. Інакше кажучи, цей код має починатися з одиниці й містити *j* символів,

де 2*j* – 1 ≤ *n* < 2*j*.

**Приклади**

|  |  |
| --- | --- |
| **grey.dat** | **grey.sol** |
| 2 | 11 |
| 7 | 100 |
| 13 | 1011 |

**Програма**

|  |
| --- |
| **С++** |
| #include "iostream"  #include "fstream"  using namespace std;  ifstream inp("grey.dat");  ofstream out("grey.sol");  \_\_int64 g (\_\_int64 n)  {  return n ^ (n >> 1);  }  void main()  {  int a;  inp>>a;  \_\_int64 b=g(a);  int k,c[100];  k=0;  while (b>0)  {  k++;c[k]=b%2;  b=b/2;  }  for (int i=k;i>=1;i--)out<<c[i];  out<<"\n";  } |

## Задача 12. Паліндроми

Ім’я вхідного файлу: palind.in

Ім’я вихідного файлу: palind.out

Програма: palindr.\*

Обмеження часу: 5с

Обмеження пам’яті: 64 мбайт

Паліндром – слово, яке однаково читається в обох напрямках. Підрахуйте, скільки різних паліндромів можна отримати, переставляючи букви в заданому слові. Так як відповідь може бути дуже великим числом – виведіть остачу від його ділення на 109.

**Формат вхідного файлу**

Один рядок містить слово із рядкових букв латинського алфавіту довжиною від 1 до 100 символів.

**Формат вихідного файлу**

Вихідний файл повинен містити одне ціле число від 0 до 109-1 – відповідь до задачі.

Приклад

|  |  |
| --- | --- |
| palind.in | palind.out |
| ababc | 2 |
| aaa | 1 |
| abc | 0 |

В першому прикладі можна зробити два паліндроми: abcba, bacab

**Програма**

|  |
| --- |
| **С++** |
| #include <fstream>  #include "iostream"  using namespace std;  ifstream inp ("palind.in");  ofstream out ("palind.out");  \_\_int64 fac(int n)  {\_\_int64 t=1;  for (int i=1;i<=n;i++)  t=(t\*i);  return t;  }  int \_tmain()  {int k,b[36];  for (int i=1; i<=35;i++) b[i]=0;    char a[100];  inp>>a;  for (int i=0; i<strlen(a);i++)  {k=a[i];b[k-96]=b[k-96]+1;  }  int p=0;  for (int i=1; i<=35;i++)  if (b[i]%2==1)p++;  if (p>1){out<<0<<"\n";exit(0);}  int rez=1;  for (int i=1; i<=35;i++)  {rez=rez\*fac(b[i]/2);}  int rez1=fac(strlen(a)/2)/rez;  out<<rez1<<"\n";  } |

## Задача 13. Рядки

Ім’я вхідного файлу: string.in

Ім’я вихідного файлу: string.out

Програма: strings.\*

Обмеження часу: 4с

Обмеження пам’яті: 64 мбайт

Маємо два рядка. Із кожного рядка дозволяється видаляти символи, але кількість видалених символів, які йдуть підряд, не повинна перевищувати W. Ваше завдання – видаливши мінімально можливу кількість символів, зробити рядки однаковими (символи різного регістру вважати однаковими).

**Формат вхідного файлу**

Вхідний файл містить в першому рядку число W (1≤W≤1500), в другому і третьому – два заданих рядка, які складаються із цифр і символів англійського алфавіту від 1 до 1500 символів.

**Формат вихідного файлу**

Вихідний файл повинен містити один рядок, який можна отримати із обох рядків за правилами задачі. Якщо існує декілька варіантів відповіді, виведіть будь-який. Якщо відповіді не існує виведіть No solution

* **Приклад**

|  |  |
| --- | --- |
| * String.in | * String.out |
| * 1 xabcd aefdz | * No solution |
| * 2 xabcd aefdz | * ad |

**Програма**

|  |
| --- |
| **С++** |
| #include <iostream>  #include <vector>  #include <string>  #include <fstream>  using namespace std;  ifstream inp("string.dat");  ofstream out("syring.sol");  string getLongestCommonSubsequence(const string& a, const string& b)  {  vector<vector<int> > max\_len;  max\_len.resize(a.size() + 1);  for(int i = 0; i <= static\_cast<int>(a.size()); i++)  max\_len[i].resize(b.size() + 1);  for(int i = static\_cast<int>(a.size()) - 1; i >= 0; i--)  {  for(int j = static\_cast<int>(b.size()) - 1; j >= 0; j--)  {  if(a[i] == b[j])  {  max\_len[i][j] = 1 + max\_len[i+1][j+1];  }  else  {  max\_len[i][j] = max(max\_len[i+1][j], max\_len[i][j+1]);  }  }  }  string res;  for(int i = 0, j = 0; max\_len[i][j] != 0 &&  i < static\_cast<int>(a.size()) && j < static\_cast<int>(b.size()); )  {  if(a[i] == b[j])  {  res.push\_back(a[i]);  i++;  j++;  }  else  {  if(max\_len[i][j] == max\_len[i+1][j])  i++;  else  j++;  }  }  return res;  }  int \_tmain()  {  string s1;  string s2;  inp >>s1>>s2;  int w=10;  string s3=getLongestCommonSubsequence(s1,s2);  string s4=s3;  int n=s3.length();  if (n==0) s4="No solution";  else {  int j=0;int k=0;  for (int i=0; i<n;i++)  {k=0;  while (s3[i]!=s1[j]&&j<s1.length()) {j++;k++;}  j++;  if (k>w) s4="No solution";  }  k=s1.length()-j;  if (k>w) s4="No solution";  n=s3.length();  //s2  j=0;k=0;  for (int i=0; i<n;i++)  {k=0;  while (s3[i]!=s2[j]&& j<s2.length()) {j++;k++;}  j++;  if (k>w) s4="No solution";  }  k=s2.length()-j;  if (k>w) s4="No solution";  }  out<<s4<<"\n";  } |

## ****Задача 14. Сума****

Ім’я вхідного файлу: suma.in

Ім’я вихідного файлу: suma.out

Програма: suma.\*

Обмеження часу: 1 с

Обмеження пам’яті: 16 мбайт

Знайти суму двох цілих чисел.

**Формат вхідного файлу**

У двох рядках записані цілі числа, модуль кожного з яких не більше за 10^1000 . Перед від'ємними числами стоїть знак "мінус", пред додатними - нічого не стоїть.

**Формат вихідного файлу**

Вихідний файл повинен містити одне ціле число – відповідь до задачі.

Приклад

|  |  |
| --- | --- |
| suma.in | suma.out |
| 1  2 | 3 |
| -5  3 | -2 |
| -4  -3 | -7 |

**Програма**

|  |
| --- |
| **С++** |
| **#include "iostream"**  **#include "fstream"**  **using namespace std;**  **ifstream inp("suma.in");**  **ofstream out("suma.out");**  **int main()**  **{**  **char z1,z2,z3;**  **int n1,n2,n3,i,m,os;**  **char s1[1001],s2[1001];**  **int a[1001], b[1001],c[1001];**  **for (i=0;i<1001;i++)a[i]=0;**  **for (i=0;i<1001;i++)b[i]=0;**  **for (i=0;i<1001;i++)c[i]=0;**      **inp>>s1;**  **n1=strlen(s1);**  **if(s1[0]=='-'){**  **z1='-';**  **for (int i=1;i<n1;i++)**  **a[n1-i-1]=s1[i]-48;**  **n1=n1-1;**  **}**  **else {z1='+';**  **for (int i=0;i<n1;i++)**  **a[n1-i-1]=s1[i]-48;}**  **inp>>s2;**  **n2=strlen(s2);**  **if(s2[0]=='-'){z2='-';**  **for (int i=1;i<n2;i++)**  **b[n2-i-1]=s2[i]-48;**  **n2=n2-1;**  **}**  **else {z2='+';**  **for (int i=0;i<n2;i++)**  **b[n2-i-1]=s2[i]-48;}**  **//cout<<z1; for (int i=0;i<n1;i++)cout<<a[i]; cout<<"\n";**  **//cout<<z2; for (int i=0;i<n2;i++)cout<<b[i];cout<<"\n";**  **if (z1=='+'&& z2=='+' ||z1=='-'&& z2=='-' )**  **{**  **if (z1=='-'&& z2=='-') z3='-';else z3='+';**  **if (n1>n2) n3=n1; else n3=n2;**  **os=0;**  **for(i=0;i<n3;i++)**  **{**  **c[i]=(a[i]+b[i]+os)%10;**  **os=(a[i]+b[i]+os)/10;**  **}**  **if (os>0){n3=n3+1;c[n3-1]=os;}**  **}**  **if (z1=='+'&& z2=='-' ||z1=='-'&& z2=='+' )**  **{**  **if (n1>n2) m=1;**  **if (n2>n1) m=2;**  **if (n2==n1)**  **{**  **i=n2-1; while(a[i]==b[i] && i>0)i--;**  **if (a[i]>b[i]) m=1;**  **if (a[i]<b[i]) m=2;**  **if (a[i]==b[i]) m=3;**  **}**  **if (m==1)**  **{**  **z3=z1;**  **n3=n1;**  **for(i=0;i<n1;i++)**  **if (a[i]>=b[i]) c[i]=a[i]-b[i];**  **else {c[i]=10+a[i]-b[i];a[i+1]=a[i+1]-1;}**  **while (c[n3-1]==0&&n3>1)n3=n3-1;**  **}**  **if (m==2)**  **{**  **z3=z2;**  **n3=n2;**  **for(i=0;i<n2;i++)**  **if (b[i]>=a[i]) c[i]=b[i]-a[i];**  **else {c[i]=10+b[i]-a[i];b[i+1]=b[i+1]-1;}**  **while (c[n3-1]==0&&n3>1)n3=n3-1;**  **}**  **if (m==3)**  **{**  **z3='+';**  **c[0]=0;**  **n3=1;**  **}**  **}**  **if (z3=='-')out<<z3;**  **for (int i=n3-1;i>=0;i--)out<<c[i];out<<"\n";**  **}** |

## ****Задача 15. Квадратний корінь****

Ім’я вхідного файлу: korin.in

Ім’я вихідного файлу: korin.out

Програма: korin.\*

Обмеження часу: 2 с

Обмеження пам’яті: 64 мбайт

Для заданого натурального числа **А** потрібно знайти найбільше число **В** таке, що **B^2** ≤ **A**.

**Технічні умови**

**Вхідні дані**

У вхідному файлі записано натуральне число **A** (**A** ≤ **10^3000**).

**Вихідні дані**

У вихідний файл виведіть максимальне натуральне число **B**, квадрат якого не перевищує **A**. Число **B** слід виводити без лідируючих нулів.

Приклад

|  |  |
| --- | --- |
| Приклад вхідних даних  27 | Приклад вихідних даних  5 |

**Програма**

|  |
| --- |
| **С++** |
| #include "iostream"  #include "fstream"  using namespace std;  ifstream inp("suma.in");  ofstream out("suma.out");  int main()  {  int max,na,nb,nc,nx,nd,np,i,os,j,temp,nd1;  int a[3002], b[3002],c[3002],x[3002],d[3002],p[3002],d1[3002];    for (i=0;i<3001;i++)a[i]=0;  for (i=0;i<3001;i++)b[i]=0;  for (i=0;i<3001;i++)c[i]=0;  for (i=0;i<3001;i++)x[i]=0;  for (i=0;i<3001;i++)d[i]=0;  for (i=0;i<3001;i++)d1[i]=0;    char s[3002]; inp>>s;    na=1;a[0]=1;  nb=strlen(s);for(i=0;i<nb;i++)b[nb-i-1]=s[i]-48;  np=nb;for(i=0;i<nb;i++)p[i]=b[i];  nc=0;nd=0;  while(c[0]!=1 || nc!=1)  {  for (i=3001;i>=0;i--)d[i]=0;nd=0;  for (i=3001;i>=0;i--)c[i]=0;nc=0;  // summa  nc=nb;  os=0;  for(i=0;i<nc;i++){c[i]=(a[i]+b[i]+os)%10;os=(a[i]+b[i]+os)/10;}  if (os>0){nc=nc+1;c[nc-1]=os;}  //---------------  // ділення пополам  os=0;nx=nc;  for(i=nx-1;i>=0;i--){x[i]=(c[i]+os\*10)/2;os=(c[i]+os\*10)%2;}  if (x[nx-1]==0)nx--;  // множення  nd=0;nc=nx;  for(j=0;j<nx;j++)  { os=0;  for(i=0;i<nc;i++){c[i]=(x[i]\*x[j]+os)%10;os=(x[i]\*x[j]+os)/10;}  if (os>0){nc=nc+1;c[nc-1]=os;}else nc++;  for(i=nc-1;i>=0;i--)c[i+j]=c[i];  for(i=0;i<j;i++)c[i]=0;  //cout<<j<<"-------";for (i=nc-1;i>=0;i--)cout<<c[i];cout<<"\n";  if (nc>=nd)nd=nc;  os=0;  for(i=0;i<nd;i++){temp=(c[i]+d[i]+os)%10;  os=(c[i]+d[i]+os)/10;  d[i]=temp;}  if (os>0){nd=nd+1;d[nd]=os;}  }  if (d[nd-1]==0)nd=nd-1;  //cout<<"kvad "; for (i=nd-1;i>=0;i--)cout<<d[i];cout<<"\n";  //cout<<"xxx ";for (i=nx-1;i>=0;i--)cout<<x[i];cout<<"\n";  // порівняння  if (nd>np) max=0;  if (np>nd) max=1;  if (np==nd){i=nd-1; while(p[i]==d[i]&&i>0)i--;  if (d[i]>p[i]) max=0;  if (d[i]<p[i]) max=1;  if (d[i]==p[i]) max=2;  }  if (max==0||max==2){nb=nx;for(i=0;i<nb;i++)b[i]=x[i];}  if (max==1){na=nx;for(i=0;i<na;i++)a[i]=x[i];}  //vidnimanna  nd1=nb;for (i=0;i<=nd1;i++)d1[i]=b[i];  nc=nb;for (i=0;i<=nc;i++)c[i]=0;  for(i=0;i<nd1;i++)  if (d1[i]>=a[i]) c[i]=d1[i]-a[i];  else {c[i]=10+d1[i]-a[i];d1[i+1]=d1[i+1]-1;}  while (c[nc-1]==0)nc=nc-1;  //------------  //cout<<"max="<<max<<"\n";  //for (i=nc-1;i>=0;i--)cout<<c[i];cout<<"\n";  //if (max==0)for (i=na-1;i>=0;i--)cout<<a[i];  //if (max==1)for (i=nb-1;i>=0;i--)cout<<b[i];cout<<"\n";  //cin>>s;  }  int max1,max2;  for (i=3001;i>=0;i--)d[i]=0;nd=0;  for (i=3001;i>=0;i--)c[i]=0;nc=0;  // множення  nx=na;for (i=0;i<na;i++)x[i]=a[i];  nd=0;nc=nx;  for(j=0;j<nx;j++)  { os=0;  for(i=0;i<nc;i++){c[i]=(x[i]\*x[j]+os)%10;os=(x[i]\*x[j]+os)/10;}  if (os>0){nc=nc+1;c[nc-1]=os;}else nc++;  for(i=nc-1;i>=0;i--)c[i+j]=c[i];  for(i=0;i<j;i++)c[i]=0;  //cout<<j<<"-------";for (i=nc-1;i>=0;i--)cout<<c[i];cout<<"\n";  if (nc>=nd)nd=nc;  os=0;  for(i=0;i<nd;i++){temp=(c[i]+d[i]+os)%10;  os=(c[i]+d[i]+os)/10;  d[i]=temp;}  if (os>0){nd=nd+1;d[nd]=os;}  }  if (d[nd-1]==0)nd=nd-1;  //cout<<"kvad "; for (i=nd-1;i>=0;i--)cout<<d[i];cout<<"\n";  //cout<<"xxx ";for (i=nx-1;i>=0;i--)cout<<x[i];cout<<"\n";  // порівняння  if (nd>np) max1=0;  if (nd<np) max1=1;  if (np==nd){i=nd-1; while(p[i]==d[i]&&i>0)i--;  if (d[i]>p[i]) max1=0;  if (d[i]<p[i]) max1=1;  if (d[i]==p[i]) max1=2;  }  for (i=3001;i>=0;i--)d[i]=0;nd=0;  for (i=3001;i>=0;i--)c[i]=0;nc=0;  // множення  nx=nb;for (i=0;i<nb;i++)x[i]=b[i];  nd=0;nc=nx;  for(j=0;j<nx;j++)  { os=0;  for(i=0;i<nc;i++){c[i]=(x[i]\*x[j]+os)%10;os=(x[i]\*x[j]+os)/10;}  if (os>0){nc=nc+1;c[nc-1]=os;}else nc++;  for(i=nc-1;i>=0;i--)c[i+j]=c[i];  for(i=0;i<j;i++)c[i]=0;  //cout<<j<<"-------";for (i=nc-1;i>=0;i--)cout<<c[i];cout<<"\n";  if (nc>=nd)nd=nc;  os=0;  for(i=0;i<nd;i++){temp=(c[i]+d[i]+os)%10;  os=(c[i]+d[i]+os)/10;  d[i]=temp;}  if (os>0){nd=nd+1;d[nd]=os;}  }  if (d[nd-1]==0)nd=nd-1;  //cout<<"kvad "; for (i=nd-1;i>=0;i--)cout<<d[i];cout<<"\n";  //cout<<"xxx ";for (i=nx-1;i>=0;i--)cout<<x[i];cout<<"\n";  // порівняння  if (nd>np) max2=0;  if (nd<np) max2=1;  if (np==nd){i=nd-1; while(p[i]==d[i]&&i>0)i--;  if (d[i]>p[i]) max2=0;  if (d[i]<p[i]) max2=1;  if (d[i]==p[i]) max2=2;  }  //if (max==2){for (i=nx-1;i>=0;i--)out<<x[i];out<<"\n";exit(0);}  if (max2==2 || max2==1){for (i=nb-1;i>=0;i--)out<<b[i];out<<"\n";exit(0);}  if (max1==2 || max1==1){for (i=na-1;i>=0;i--)out<<a[i];out<<"\n";exit(0);}  } |

## Задача 16. MATCHES

**Ім’я вхідного файлу: MATCHES.DAT**

**Ім’я вихідного файлу: MATCHES.SOL**

**Максимальний час роботи на одному тесті: 2с**

Відомо, що за перемогу у матчах чемпіонату з футболу команді нараховується три очки, за нічию – одне очко, за поразку очки не нараховуються.

Необхідно написати програму для знаходження числа всіх можливих варіантів здобуття за N матчів деякою футбольною командою M очок.

*Формат вхідних даних.*

Єдиний рядок вхідного файлу **MATCHES.DAT** містить два натуральні числа N та M (1<=N<=20,0<=M<=60). Числа між собою розділені пробілами.

*Формат вихідних даних.*

Єдиний рядок вихідного файлу **MATCHES.SOL** повинен містити одне натуральне число – кількість всіх можливих варіантів.

Приклад.

**MATCHES.DAT:**

3 3

**MATCHES.SOL:**

4

**Програма**

|  |
| --- |
| **С++** |
| #include "iostream"  #include "fstream"  #include "math.h"  using namespace std;  ifstream inp("matches.dat");  ofstream out("matches.sol");  \_\_int64 fac(int n)  {    \_\_int64 t=1;  for (int i=1;i<=n;i++)  t=t\*i;  return t;  }  int main()  {  \_\_int64 rez,n,k,k0,k1,k3;  inp>>n>>k;  k3=k/3;  k1=k%3;  k0=n-k1-k3;  rez=0;  while(k1+k3<=n)  {  rez=rez+fac(n)/(fac(k3)\*fac(k1)\*fac(k0));  if (k3>0)k3=k3-1;  k1=k1+3;  k0=n-k3-k1;  }  out<<rez<<"\n";  } |

## Задача17. POINT

**Ім’я вхідного файлу: POINT.DAT**

**Ім’я вихідного файлу: POINT.SOL**

**Максимальний час роботи на одному тесті: 1с**

Багатокутник (не обов'язково опуклий) на площині заданий координатами своїх вершин. Потрібно підрахувати кількість точок з цілочисельними координатами, що лежать всередині нього (але не на його межі).

**Формат вхідних даних**

У першому рядку міститься N (3 <= N <= 1000) - число вершин багатокутника. У наступних N рядках йдуть координати (Xi, Yi) вершин багатокутника в порядку обходу за годинниковою стрілкою. Xi і Yi - цілі числа, по модулю не перевищують 1000000.

**Формат вихідних даних**

У вихідний файл вивести одне число - шукану кількість точок.

Приклади:

|  |  |
| --- | --- |
| POINT.DAT | POINT.SOL |
| 4  -1 -1  -1 1  1 1  1 -1 | 1 |
| 3  0 0  0 2  2 0 | 0 |

**Програма**

|  |
| --- |
| **С++** |
| #include <fstream>  using namespace std;  int MAX(int a1,int a2){if(a1>a2)return a1; return a2;}  int MIN(int a1,int a2){if(a1>a2)return a2; return a1;}  int NOD(int a1,int a2)  {  int z;  if(a1<a2){z=a1;a1=a2;a2=z;}  if(a2!=0) while(a2){ z=a2; a2=a1%a2; a1=z; }  if(a1<0)a1\*=-1;  return a1;  }  int main(){  int N;  long long S=0;  int sum\_st=0;  int x1,y1,x2,y2,px,py;  ifstream file\_if("POINT.DAT");  ofstream file\_of("POINT.SOL");  file\_if>>N;  file\_if>>x1;  file\_if>>y1;  px=x1;py=y1;  for(int i=1;i<N;i++)  {  file\_if>>x2; file\_if>>y2;  if(x1!=x2 && y1!=y2)sum\_st+=NOD(MAX(x1,x2)-MIN(x1,x2),MAX(y1,y2)-MIN(y1,y2));  else if(x1==x2)sum\_st+=(MAX(y1,y2)-MIN(y1,y2));  else sum\_st+=(MAX(x1,x2)-MIN(x1,x2));  S+=(y2+y1)\*(x2-x1);  x1=x2; y1=y2;  }  x2=px; y2=py;  if(x1!=x2 && y1!=y2)sum\_st+=NOD(MAX(x1,x2)-MIN(x1,x2),MAX(y1,y2)-MIN(y1,y2));  else if(x1==x2)sum\_st+=(MAX(y1,y2)-MIN(y1,y2));  else sum\_st+=(MAX(x1,x2)-MIN(x1,x2));  S+=(y2+y1)\*(x2-x1);  if(S<0)S\*=-1;  file\_of<<(1+(S-sum\_st)/2);  file\_if.close();  file\_of.close();  return 0;  } |

## Задача 18. POLYGON

**Ім’я вхідного файлу: POLYGON.DAT**

**Ім’я вихідного файлу: POLYGON.SOL**

**Максимальний час роботи на одному тесті: 2 с**

![](data:image/x-wmf;base64,183GmgAAAAAAAKQK+wiiBAAAAADsUQEACQAAA5MBAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAvsIpAoDAAAAHgAIAAAA+gIAABQAAAAAAAAABAAAAC0BAAAHAAAA/AIBAAAAAAAAAAQAAAAtAQEAEgAAACQDBwAnAJUE0AHQAZUEJwCJB3IB0wiVBFIFWQcnAJUECAAAAPoCAAAAAAAAAAAAAAQAAAAtAQIABwAAAPwCAAD///8AAAAEAAAALQEDAAQAAADwAQAACAAAAPoCAAAUAAAAAAAAAAQAAAAtAQAABAAAAC0BAQASAAAAJAMHAHkD0wh5AyIF8wSpAxYIqQN9Cg8GuAfTCHkD0wgEAAAALQECAAQAAAAtAQMABAAAAPABAAAIAAAA+gIAAAwAAAAAAAAABAAAAC0BAAAEAAAALQEBAAgAAAAlAwIAiQFBCJAJhQAEAAAALQECAAQAAAAtAQMABAAAAPABAAAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAcAAAA+wJZ/wAAAAAAAJABAAAAzAcABABBcmlhbAAAAO0cCgYc7xIAuKTzd8Gk83cgMPV3mhxmEwQAAAAtAQAACQAAADIKmAU+BgEAAABDCQAAHAAAAPsCFAAJAAAAAAC8AgAAAMwBAgIiU3lzdGVtAADqHAoOHO8SALik83fBpPN3IDD1d5ocZhMEAAAALQEEAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQAACQAAADIKDwUaBAEAAABECQAABAAAAC0BBAAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAAuARgAAAAEAAAALQEAAAkAAAAyCmQDUgcBAAAARQkAAAQAAAAtAQQABQAAAAIBAQAAAAUAAAAJAgAAAAAFAAAALgEYAAAABAAAAC0BAAAJAAAAMgpkA/sCAQAAAEEJAAAEAAAALQEEAAUAAAACAQEAAAAFAAAACQIAAAAABQAAAC4BGAAAAAQAAAAtAQAACQAAADIKiweyBwEAAABCCQAABAAAAC0BBAAEAAAAJwH//wQAAADwAQAAAwAAAAAA)

На площині задано дві фігури, що обмежені опуклими багатокутниками. Фігури розташовані таким чином, що їх вершини не співпадають, а контури мають рівно 2 точки перетину.

Довільним чином розділимо площину прямою. Будемо вважати, що півплощина з одного боку прямої відповідає першій фігурі, а з іншого боку – другій фігурі. Визначимо поняття дефекту розділення – сума площі першої фігури, що розташована на півплощині другої фігури, та площі другої фігури, що розташована на півплощині першої фігури. З двох можливих відповідностей півплощин до фігур оберемо таку відповідність, де значення дефекту менше.

Наприклад, на рисунку зображена пряма, що задає певне розділення багатокутників. Оцінка дефекту цього розділення (два випадки відповідності): (D)+(C+E) та (A+D)+(B+C). З рисунку, D+C+E менше, отже, загалом, оцінка розбиття дефекту розділення утвореного цією прямою є D+C+E.

Завдання

Напишіть програму polygon, що за заданими двома багатокутниками знаходить пряму, що утворює розділення з найменшим дефектом.

Вхідні дані

Перший рядок вхідного файлу polygon.DAT містить одне ціле число N (3<=N<=20) – кількість вершин першого багатокутника. Наступні N рядків містять пари цілих чисел – координати вершин першого багатокутника у порядку обходу. (N+2)-й рядок файлу містить число M (3<=M<=20) – кількість вершин другого багатокутника. Наступні M рядків містять його координати задані таким же чином, як і для першого багатокутника. Координати точок додатні та не перевищують 1000.

Вихідні дані

Єдиний рядок вихідного файлу polygon.SOL має містити дві пари чисел – координат двох точок, що однозначно задають розділення (пряму) з найменшим дефектом. Числа потрібно виводити у порядку: x1 y1 x2 y2. Координати потрібно виводити з точністю 10-3. Координати точок мають бути додатні та не більші за 1000.

Приклад вхідних та вихідних даних

|  |  |
| --- | --- |
| polygon.DAT | polygon.SOL |
| 3  2 1  3 3  4 1  3  5 2  3 2  4 3 | 2 5 4 1 |

**Програма**

|  |
| --- |
| **С++** |
| // polygon.cpp: определяет точку входа для консольного приложения.  //  #include <fstream>  using namespace std;  int main(){  ifstream file\_if("POLYGON.DAT");  ofstream file\_of("POLYGON.SOL");  int N,M,\*p1[2],\*p2[2];  //----------------------Зчитування-------------------------------------------  file\_if>>N;  p1[0]=new int[N+1]; p1[1]=new int[N+1];  for(int i=0;i<N;i++)  { file\_if>>p1[0][i]; file\_if>>p1[1][i]; }  file\_if>>M;  p2[0]=new int[M+1]; p2[1]=new int[M+1];  for(int i=0;i<M;i++)  { file\_if>>p2[0][i]; file\_if>>p2[1][i]; }  //----------------------Замикання-------------------------------------------  p1[0][N]=p1[0][0]; p1[1][N]=p1[1][0];  p2[0][M]=p2[0][0]; p2[1][M]=p2[1][0];  //----------------------Знаходимо точки перетину ребер----------------------  double t1,t2;  bool ok1,ok2;  double x1,y1,x2,y2;  int a1,a2,b1,b2,c1,c2;  bool xy1=false;  for(int i=0;i<N;i++)  for(int j=0;j<M;j++)  {  ok1=false; ok2=false;  a1=(p1[1][i+1]-p1[1][i]);  b1=(p1[0][i]-p1[0][i+1]);  c1=(p1[0][i+1]\*p1[1][i]-p1[0][i]\*p1[1][i+1]);  t1=a1\*p2[0][j]+b1\*p2[1][j]+c1;  t2=a1\*p2[0][j+1]+b1\*p2[1][j+1]+c1;  if((t1>0 && t2<0)||(t1<0 && t2>0))ok1=true;  a2=(p2[1][j+1]-p2[1][j]);  b2=(p2[0][j]-p2[0][j+1]);  c2=(p2[0][j+1]\*p2[1][j]-p2[0][j]\*p2[1][j+1]);  t1=a2\*p1[0][i]+b2\*p1[1][i]+c2;  t2=a2\*p1[0][i+1]+b2\*p1[1][i+1]+c2;  if((t1>0 && t2<0)||(t1<0 && t2>0))ok2=true;  if(ok1 && ok2)  {  c1\*=-1;  c2\*=-1;  if(!xy1)  { x1=(double)(b2\*c1-b1\*c2)/(a1\*b2-a2\*b1); y1=(double)(a1\*c2-a2\*c1)/(a1\*b2-a2\*b1); xy1=true;}  else  { x2=(double)(b2\*c1-b1\*c2)/(a1\*b2-a2\*b1); y2=(double)(a1\*c2-a2\*c1)/(a1\*b2-a2\*b1); break;}  }  }  double zm;  if(x1>x2){zm=x1; x1=x2; x2=zm; zm=y1; y1=y2; y2=zm;}  else if(x1==x2 && y1>y2){zm=y1; y1=y2; y2=zm;}  int k;  k=4; if(x1>10)k+=1; if(x1>100)k+=1; file\_of.precision(k);  file\_of<<x1;  file\_of<<" ";  k=4; if(y1>10)k+=1; if(y1>100)k+=1; file\_of.precision(k);  file\_of<<y1;  file\_of<<" ";  k=4; if(x1>10)k+=1; if(x1>100)k+=1; file\_of.precision(k);  file\_of<<x2;  file\_of<<" ";  k=4; if(y2>10)k+=1; if(y2>100)k+=1; file\_of.precision(k);  file\_of<<y2;  file\_if.close();  file\_of.close();  return 0;  }  //--------------------------------------------------------------------------- |

## Задача 19. Точка

|  |  |
| --- | --- |
| **Обмеження часу:** | 1 с |
| **Обмеження пам’яті:** | 64 M |

Задано точку з координатами х та у. Визначити, в якій координатній чверті вона розміщена.

Формат вхідних даних

З клавіатури вводяться цілі числа х та у, які розділені одним пробілом (-1000 < х, у < 1000).

Формат вихідних даних

На екран виводиться одне число – координатна чверть або 0, якщо визначити однозначно чверть не можна

**Приклади**

|  |  |
| --- | --- |
| **Вхідні дані** | **Результат роботи** |
| -1 -1 | 3 |

**Програма**

|  |
| --- |
| **С++** |
| #include "iostream"  using namespace std;  int main()  {  int x,y;  cin>>x>>y;  if (x>0 &&y>0) cout<<1<<endl;else  if (x<0 &&y>0) cout<<2<<endl;else  if (x<0 &&y<0) cout<<3<<endl;else  if (x>0 &&y<0) cout<<4<<endl;else  cout<<0<<endl;  return 0;  } |

## Задача 20. Стіл

|  |  |
| --- | --- |
| **Обмеження часу:** | 1 с |
| **Обмеження пам’яті:** | 64 M |

На столі лежать дві коробки розмірами A1×B1×C1 та A2×B2×C2. З’ясувати, чи можна одну із цих коробок поставити в іншу, якщо дозволено повороти коробок через будь-яке ребро на кут 90 градусів.

Вхідні дані

З клавіатури вводяться цілі числа A1, B1, C1 та A2, B2, C2. Всі числа натуральні і не більші за 1000.

Вихідні дані

На екран виводиться одне число: 0 – якщо коробки рівні, 1 – якщо другу потрібно помістити в першу, 2 – якщо першу потрібно помістити в другу, -1 – інакше

**Приклади**

|  |  |
| --- | --- |
| **Вхідні дані** | **Результат роботи** |
| 1 2 3  3 2 1 | 0 |
| 2 2 3  3 2 1 | 1 |
| 2 2 3  3 2 3 | 2 |
| 3 4 5  2 4 6 | -1 |

**Програма**

|  |
| --- |
| **С++** |
| #include <cstdlib>  #include "iostream"  using namespace std;  int main()  {int a1,a2,b1,b2,c1,c2,t;  cin>>a1>>b1>>c1;  cin>>a2>>b2>>c2;  if (a1>b1) {t=a1;a1=b1;b1=t;}  if (a1>c1) {t=a1;a1=c1;c1=t;}  if (b1>c1) {t=b1;b1=c1;c1=t;}  if (a2>b2) {t=a2;a2=b2;b2=t;}  if (a2>c2) {t=a2;a2=c2;c2=t;}  if (b2>c2) {t=b2;b2=c2;c2=t;}  if (a1==a2&&b1==b2&&c1==c2) cout<<0<<endl;else  if (a1>=a2&&b1>=b2&&c1>=c2) cout<<1<<endl;else  if (a1<=a2&&b1<=b2&&c1<=c2) cout<<2<<endl;else  cout<<-1<<endl;  return 0;  } |

## 

## Задача 21. Максимум

|  |  |
| --- | --- |
| **Обмеження часу:** | 1 с |
| **Обмеження пам’яті:** | 64 M |

На прямій задано n точок. Координати цих точок x1, x2, ..., xn. Потрібно знайти такі три різні точки i, j та k (xi > xj > xk), щоб значення виразу (xi – xj)\*(xj – xk) було максимальним.

Вхідні дані

Ввести з клавіатури число n (1< n < 105). Далі йдуть n цілих чисел, які по модулю не перевищують 106. У 40% тестів число n не перевищує 100.

Вихідні дані

На екран вивести одне число – максимальне значення виразу.

**Приклади**

|  |  |
| --- | --- |
| **Вхідні дані** | **Результат роботи** |
| 5 3 1 5 2 4 | 4 |

**Програма**

|  |
| --- |
| **С++** |
| #include "iostream"  using namespace std;  int main()  {long long n,i,max,min;  long long r,rr, a[100002];  cin>>n;  for(i=1;i<=n;i++)cin>>a[i];  max=a[1];min=a[1];  for(i=1;i<=n;i++){  if (a[i]>max){max=a[i];}  if (a[i]<min){min=a[i];}  }  rr=0;  for(i=1;i<=n;i++)  { r=(max-a[i])\*(a[i]-min);  if (r>rr)rr=r;  }  cout<<rr<<endl;  return 0;  } |

## Задача 22. Нумеролог

|  |  |
| --- | --- |
| **Обмеження часу:** | 5 с |
| **Обмеження пам’яті:** | 64 M |

Числом нумеролога для числа n називають таке перетворення. Розкладаємо число n на цифри і знаходимо їх суму. Якщо результат складається більше ніж з однієї цифри, то цю операцію повторюємо до тих пір, поки результатом не стане одна цифра. Отриманий результат і буде числом нумеролога для числа n. Наприклад, числом нумеролога для числа 99 буде 9 (9+9=18, 1+8=9). Визначити, для котрого із заданих двох чисел n та m число нумеролога більше.

Формат вхідних даних

З клавіатури вводяться натуральні числа n та m (1 ≤ n , m ≤ 10300). Кожне число задане в новому рядку.

Формат вихідних даних

На екран виводиться одне число: 0 – якщо числа нумеролога їх рівні, 1 – якщо число нумеролога для першого числа більше за число нумеролога для другого числа, 2 – якщо число нумеролога для другого числа більше за число нумеролога для першого числа.

**Приклади**

|  |  |
| --- | --- |
| **Вхідні дані** | **Результат роботи** |
| 1111111  34 | 0 |
| 2345  23456 | 1 |
| 11111111111  111 | 2 |

**Програма**

|  |
| --- |
| **С++** |
| #include <cstdlib>  #include "iostream"  #include "string.h"  using namespace std;  int main()  {  char n[3001],m[3001];  int s1,s2,i,temp;  cin>>n;  cin>>m;  s1=0;  int n1=strlen(n);  for (i=0;i<n1;i++)s1=s1+(n[i]-48);  while (s1>9)  {temp=s1;  s1=0;  while(temp>0)  {s1=s1+temp%10;  temp=temp/10; }  }  s2=0;  int n2=strlen(m);  for (i=0;i<n2;i++)s2=s2+(m[i]-48);  while (s2>9)  {temp=s2;  s2=0;  while(temp>0)  {s2=s2+temp%10;  temp=temp/10; }  }  //cout<<strlen(n)<<" "<<s2<<endl;  if(s1>s2) cout<<"1"<<"\n"; else  if(s1<s2)cout<<"2"<<"\n"; else  cout<<"0"<<"\n";  return 0;  } |

## Задача 23. Спіраль

|  |  |
| --- | --- |
| **Обмеження часу:** | 2 с |
| **Обмеження пам’яті:** | 64 M |

Спіраль – це ламана не нульової довжини без самоперетинів, вершини якої розташовані у точках з цілими координатами на площині. Кожна наступна ланка ламаної повинна бути повернута відносно попередньої на 90º за годинниковою стрілкою. Розглянемо прямокутник n на m. Нехай для кожної спіралі її перша вершина співпадає з лівою верхньою вершиною прямокутника, а друга лежить на верхній стороні прямокутника. Напишіть програму, яка визначає кількість таких спіралей, що лежать в межах даного прямокутника.

Вхідні дані

З клавіатури вводяться натуральні числа n та m (1 ≤ n , m ≤ 20). Гарантовано є тести 2х3, 3х3 та 3х4.

Вихідні дані

На екран вивести єдине число – кількість можливих спіралей.

![http://olymp.sumdu.edu.ua/cgi-bin/new-client?SID=de629eae59e61682&prob_id=5&action=186&file=e.png](data:image/png;base64,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)

**Приклади**

|  |  |
| --- | --- |
| **Вхідні дані** | **Результат роботи** |
| 2 2 | 16 |

**Програма**

|  |
| --- |
| **С++** |
| #include "iostream"  using namespace std;  int main()  {  long long int a[21][21];  int i,j,x,y;  cin>>x>>y;  a[1][1]=3;  for (i=2;i<=20;i++){  a[1][i]=a[1][i-1]+i+2;  a[i][1]=a[i-1][1]+i+1;  }  for (i=2;i<=20;i++)  for (j=2;j<=20;j++)  a[i][j]=a[i][j-1]+a[i-1][j]+i+1;  cout<<a[x][y]<<endl;  return 0;  } |