**Алгоритмы**

#include <algorithm>

В STL более 100 алгоритмов. Мы будем рассматривать не все.  
Мы не будем рассматривать:

* Операции с неинициализированными данными.
* Алгоритмы для работы с кучей.
* Операции над множествами.
* Операции с перестановками.

Мы будем рассматривать следующие алгоритмы:

* Микро-алгоритмы
* Алгоритмы, не модифицирующие последовательности
* Алгоритмы типа find
* Модифицирующие алгоритмы

1. **Микро-алгоритмы**
   * swap(T &a, T &b)  
     Меняет местами значения двух элементов.
   * iter\_swap(It p, It q)  
     Меняет местами значения элементов, на которые указывают итераторы.
   * max(const T &a,const T &b )  
     Возвращает максимальный элемент.
   * min(const T &a,const T &b )  
     Возвращает минимальный элемент.

У этих алгоритмов есть версии с тремя параметрами. Третий параметр принимает бинарный предикат, задающий упорядоченность объектов.

1. **Алгоритмы, не модифицирующие последовательности**
   * size\_t count(It p, It q, const T &x)  
     Возвращает, сколько раз элемент со значением x входит в последовательность, заданную итераторами p и q.
   * size\_t count\_if(It p, It q, Pr pred)  
     Возвращает, сколько раз предикат pred возвращает значение true.  
     Например, count\_if(p, q, divides\_by(8)) вернет, сколько элементов кратно 8;
2. **Алгоритмы типа find**
   * find(It p, It q, const T &x)  
     Возвращает итератор на первое вхождение элемента x в последовательность, заданную итераторами p и q.
   * find\_if(It p, It q, Pr pred)  
     Возвращает итератор на первый элемент, для которого предикат pred вернул значение true.
   * find\_first\_of(It p, It q, Itr i, Itr j)  
     Возвращает итератор на первое вхождение любого элемента из последовательности, заданной итераторами i и j, в последовательность, заданную итераторами p и q. Последовательности могут быть разных типов (например std::vector и std::list).
   * min\_element(It p, It q)  
     Возвращает итератор на минимальный элемент последовательности.
   * max\_element(It p, It q)  
     Возвращает итератор на максимальный элемент последовательности.
   * equal(It p, It q, Itr i)  
     Сравнивает две последовательности на эквивалентность. Вторая последовательность задается одним итератором, так как последовательности должны быть одинаковой длины. Если вторая короче, то undefined behaviour.
   * pair <It, Itr> mismach(It p, It q, Itr i)  
     Возвращает пару итераторов, указывающую на первое несовпадение последовательностей.
   * F for\_each(It p, It q, F func)  
     Для каждого элемента последовательности применяет функтор func. Возвращаемое значение функтора после каждого применения игнорируется. Возвращает функтор func после его применения ко всем элементам.
   * bool binary\_search(It p, It q, const T &x)  
     Возвращает true, если в упорядоченной последовательности есть элемент, значение которого равно x, false в противном случае.  
     Если хотим получить итератор на элемент со значением x, то нужно использовать алгоритмы lower\_bound(It p, It q, const T &x),upper\_bound(It p, It q, const T &x), equal\_range(It p, It q, const T &x), которые выполняют то же, что и одноименные методы для контейнера std::set. Эти алгоритмы работают за линейное время на BiDi итераторах и за логарифмическое время на RA итераторах.

Все эти алгоритмы имеют версии с параметром, принимающим бинарный предикат, задающий упорядоченность объектов.

1. **Модифицирующие алгоритмы**
   * fill(It p, It q, const T &x), fill\_n(It p, Size n, const T &x)  
     Заполняют последовательность значениями, равными значению x.
   * generate(It p, It q, F gen), generate\_n(It p, Size n, F gen)  
     Заполняют последовательность значениями, сгенерированными функтором gen (например, генератором случайных чисел).
   * random\_shuffle(It p, It q), random\_shuffle(It p, It q, F &rand)  
     Перемешивает элементы в случайном порядке: меняет местами каждый элемент с элементом, номер которого выбирается случайно. Третьим параметром можно задать функтор, который будет выбирать этот случайный номер. Можно передавать генератор случайных чисел, но распределение должно быть равномерным (каждая перестановка должна генерироваться с вероятностью 1/n!, а это совсем не то же самое, что каждый элемент окажется на i-м месте с вероятностью 1/n). Требует RA итераторов.
   * copy(It p, It q, Itr out)  
     Копирует значения элементов последовательности, заданной итераторами p и q, в последовательность, начинающуюся с итератора out.  
     copy\_backward(It p, It q, Itr out) Копирует элементы последовательности, заданной итераторами p и q, в последовательность, заканчивающуюся итератором out. Итераторы должны быть BiDi.
   * remove\_copy(It p, It q, Itr out, const T &x)  
     Копирует значения элементов из последовательности, заданной итераторами p и q, в последовательность, начинающуюся с итератора out, за исключением элементов, значения которых равны значению x.  
     remove\_copy\_if(It p, It q, Itr out, Pr pred)  
     Копирует значения элементов из последовательности, заданной итераторами p и q, в последовательность, начинающуюся с итератора out, за исключением элементов, для которых предикат pred возвращает значение true.
   * reverse(It p, It q)  
     Переставляет элементы в обратном порядке.  
     reverse\_copy(It p, It q, Itr out)  
     Копирует значения элементов в обратном порядке.
   * rotate(It p, It middle, It q)  
     Сдвигает элементы последовательности так, что элемент, на который указывает итератор middle становится первым.  
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     Этот алгоритм реализован по-разному для разных категорий итераторов (RA, BiDi, Fwd).
   * swap\_ranges(It p, It q, Itr i)  
     Меняет местами элементы последовательности, заданной итераторами p и q, с соответствующими элементами последовательности, начинающейся с и итератора out.  
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   * remove(It p, It q, const T &x)  
     Удаляет из последовательности элементы, значения которых совпадают по значению с x. Возвращает итератор на новый конец последовательности.  
     Например:
   * using namespace std;
   * vector<int> v;
   * ...
   * vector<int>::iterator new\_end = std::remove(v.begin(), v.end(), 3); // хотим удалить все тройки

В действительности remove ничего не удаляет, так как ему не передается контейнер.  
![http://www.amse.ru/courses/cpp2/images/005.png](data:image/png;base64,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)  
remove внутри себя как бы вызывает remove\_copy\_if. Поэтому последние два элемента в примере на рисунке останутся без изменений.  
Правильный вариант удаления:

v.erase(std::remove(v.begin(), v.end(), 3), v.end());

Удаляем все, что находится между итератором, который вернул remove, и концом последовательности. Это называется remove-erase-idiom.  
remove\_if(It p, It q, Pr pred)  
Удаляет из последовательности элементы, для которых предикат pred возвращает true. Возвращает итератор на новый конец последовательности.

* + unique(It p, It q), unique(It p, It q, Pr pred)  
    Удаляет одинаковые подряд идущие элементы, оставляя только по одному элементу для каждого значения. Элементы последовательности должны быть отсортированы. Работает аналогично алгоритмам remove и remove\_if, оставляя в начале только уникальные элементы, а в конце - то, что осталось. В качестве третьего параметра можно передавать предикат, сравнивающий два элемента и возвращающий true, если элементы равны, иfalse в противном случае.  
    unique\_copy(It p, It q, Itr out), unique\_copy(It p, It q, Itr out, Pr pred)  
    Копирует уникальные элементы в последовательность, начинающуюся с итератора out.
  + transform(It p, It q, Itr out, F func)  
    К каждому элементу входящей последовательности применяет функтор func и записывает результат в последовательность, начинающуюся с итератора out.  
    transform(It p, It q, Itr i, Iter out, F func)  
    Применяет бинарный функтор func к каждой паре элементов из двух входящих последовательностей и записывает результат в результирующую последовательность.
  + accimulate(It p, It q, T i, F func)  
    Последовательно применяет бинарный функтор func к парам (i, \*p++), где i - некоторое начальное значение, которое затем каждый раз заменяется значением, которое возвращает функтор. Функтор должен возвращать значение типа T.  
    Реализация этого алгоритма выглядит примерно следующим образом:
  + while (p != q)
  + {
  + i = func(i, \*(p++));
  + }
  + return i;

Например, если в качестве i передать 0, а в качестве func - функтор, вычисляющий сумму, то посчитаем сумму элементов последовательности. Если в качестве i передать 1, а в качестве func - функтор, вычисляющий произведение, то получим произведение элементов и т.д.

* + sort(It p, It q), sort(It p, It q, Pr pred)  
    Сортирует элементы последовательности в порядке возрастания. stable\_sort(It p, It q), stable\_sort(It p, It q, Pr pred)  
    Сортирует элементы, сохраняя порядок элементов с одинаковыми значениями относительно друг друга. Эти алгоритмы требуют RA итераторов, поэтому на списке работать не будут. Но у списка есть собственные функции члены sort, stable\_sort.
  + void nth\_element(It p, It nth, It q), void nth\_element(It p, It q, It nth, Pr pred)  
    Позволяет получить n-й по порядку элемент (n-й по счету, как если бы массив был отсортирован), переставляя элементы таким образом, что все элементы до него меньше, либо равны ему, а элементы после - больше, либо равны ему.
  + partition(It p, It q, Pr pred)  
    Переставляет элементы последовательности таким образом, что все элементы, для которых предикат вернул true, предшествуют тем, для которых он вернул false. Возвращает итератор на первый элемент из второй группы.
  + void partial\_sort(It p, It middle, It q), void partial\_sort(It p, It middle, It q, Pr pred)  
    Переставляет элементы последовательности так, что элементы межу итераторами p и q располагаются в том порядке, как если бы последовательность была отсортирована, а элементы в оставшейся части - в произвольном порядке. То есть получаем часть отсортированной последовательности (не то же самое, что отсортированную часть).
  + merge(It p, It q, Itr i, Itr j, Iter out), merge(It p, It q, Itr i, Itr j, Iter out, Pr pred)  
    Сортирует две последовательности слиянием.

1. При вызове remove\_copy мы не знаем, сколько элементов скопируется (сколько элементов выкинем).  
   Например:
2. using namespace std;
3. vector<int> v;
4. vector<int> w;
5. // хотим скопировать элементы из v в w без пятерок
6. w.resize(v.size());
7. vector<int>:: iterator it = remove\_copy(v.begin(), v.end(), w.begin(), 5);
8. w.erase(it, w.end());

Однако мы выполнили лишние действия, можно сделать лучше. Правильный подход:

using namespace std;

vector<int> v;

vector<int> w;

// хотим скопировать элементы из v в w без пятерок

remove\_copy(v.begin(), v.end(), back\_inserter(w), 5);

back\_inserter - конструкция, которая добавляет элементы в конец контейнера (как бы делает push\_back). Эта конструкция работает для всех контейнеров. Таким образом, в нашем примере нам не нужно делать resize и erase.  
Кроме back\_inserter есть front\_inserter. Это функции, которые возвращают итератор (на конец и на начало контейнера соответственно).

1. Итераторы потоков ввода-вывода:
   * istream\_iterator
   * ostream\_iterator

Быстрый способ скопировать содержимое потока:

using namespace std;

copy(istream\_iterator<double>(f), istream\_iterator<double>(), ...);

Или, например:

using namespace std;

vector<double> v(*(*istream\_iterator<double>(f)*)*, istream\_iterator<double>());

...

v.clear();

Без скобок, выделенных курсивом, не скомпилируется, так как это похоже на объявление функции, а не на вызов конструктора от временных объектов:

A a( B() ); // это объявление функции

A a(( B() )); // а это - вызов конструктора копирования от временного объекта

Быстрый способ вывести содержимое контейнера на поток:

using namespace std;

vector<int> v;

copy(v.begin(), v.end(), ostream\_iterator(cout, " "));

Второй параметр - разделитель. Выведет на стандартный поток вывода все элементы вектора, разделяя пробелами.